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ABSTRACT 
We propose an approach to automate the detection of source code 
refactoring using structural information. Our approach takes as 
input a list of possible refactorings, a set of structural metrics and 
the initial and revised versions of the source code. It generates as 
output a sequence of detected changes in terms of refactorings. In 
this case, a solution is defined as the sequence of refactoring 
operations that minimizes the metrics variation between the 
revised version of the software and the version yielded by the 
application of the refactoring sequence to the initial version of the 
software. We use and adapt global and local heuristic search 
algorithms to explore the space of possible solutions. 

Categories and Subject Descriptors 
D.3.3 [Programming Languages]: Language Constructs and 
Features – abstract data types, polymorphism, control structures.  

Keywords 
Search-based software engineering, software quality, refactoring, 
software metrics, heuristic search. 

1. INTRODUCTION 
Software systems are frequently refined and restructured for many 
reasons such as bug-fixing or source code modification to 
accommodate requirement changes. To perform these activities, 
one of the most widely used techniques is refactoring which 
improves design structure while preserving external behavior 
[14].  Many techniques to support refactoring have been proposed 
in the literature [14][15]Error! Reference source not found.. 
The majority of these techniques enable the application of manual 
or automated refactoring to fix design problems, e.g., bad smells.  

A related but distinct problem arises when a software developer is 
faced with a version of an application that has been recently 
refactored. They may wish to comprehend what changes have 
occurred since the previous version, or the changes may require 
that other parts of the software be changed as well [4]. It would be 
very useful for them to know what refactorings have been applied 
to the previous version of the software to create the current, 
revised version. This is the problem we address in this paper, by 
using a stochastic search through the space of possible 
refactorings, using the metrics profile of the revised software to 
guide the search. 

A number of existing approaches propose to detect changes 
between two (or more) software versions by composing atomic 
changes to refactoring operations such as adding and/or deleting 
program elements.  
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We distinguish between two categories in this existing work: the 
first category [5][6][7][8] detects only atomic differences 
(elementary refactorings) while the second category [11][12][13] 
is able to detect complex differences (composite refactorings). 
Our approach can be classified in the second category. In general, 
existing approaches propose to detect differences between 
software versions using pre- and post-conditions specified for 
each refactoring. In this case, the specified conditions are related 
to the possible changes that could be detected by comparing the 
source and revised code. However, it could be easy to detect 
explicit refactoring operations using pre- and post-conditions and 
then performing a code matching. However, composite 
refactorings that represent a composition of atomic operations are 
difficult to detect. In addition, the list of possible changes 
combination between models can be very large. Thus, it is a 
tedious task to specify conditions for each refactoring and 
possible code-change. 

To overcome the above-mentioned limitations, we propose to 
consider the detection of refactorings between software versions 
as an optimization problem using structural metrics. Our approach 
takes as input a complete set of refactoring types and a set of 
software metrics, and generates as output a list of detected 
changes in terms of refactorings. In this case, a solution is defined 
as the sequence of refactoring operations that minimizes the 
metrics variation between the revised version of the software and 
the version yielded by the application of the refactoring sequence 
to the initial version of the software. Due to the large number of 
possible refactoring combinations, a heuristic method is used 
instead of an enumerative one to explore the space of possible 
solutions. Thus, we use and adapt a genetic algorithm as a global 
heuristic search. Genetic algorithms are a powerful heuristic 
search optimization method inspired by the Darwinian theory of 
evolution.  

2. REFACTORING DETECTION BY 
STUDYING METRICS VARIATION 
This section shows how the above-mentioned issues can be 
addressed and describes the principles that underlie the proposed 
method for detecting refactorings from structural information. 
Therefore, we first present an overview of the search-based 
algorithm employed and subsequently provide the details of the 
approach and our adaptation of a genetic algorithm to detect 
refactorings. 

The general structure of our approach is introduced in Fig. 1. The 
approach takes as input the initial and revised source code, a set 
quality metrics and a complete set of refactoring types. The 
approach generates a set of refactorings that represents the 
evolution from the initial source code to the revised one. An 
Eclipse plug-in is used to calculate metrics values from the 
revised code version and the new version obtained after applying 
the proposed solution (refactoring sequence). The process of 
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detecting refactorings can be viewed as the mechanism that finds 
the best way to combine refactoring operations of the input set of 
refactoring types, in order to minimize the dissimilarity between 
the metrics value of the revised code and the code that results 
from applying the detected refactorings.  

 

Fig 1. Approach overview 

Due to the large number of possible refactoring solutions, we 
consider the detection of refactoring between different software 
versions as an optimization problem. The algorithm explores a 
huge search space. In fact, the search space is determined not only 
by the number of possible refactoring combinations, but also by 
the order in which they are applied. To explore this huge search 
space, we use a global search by the use of a Genetic Algorithm 
(GA). This algorithm and its adaptation to the refactoring problem 
are described in the next section. 

3. CONCLUSION 
In this paper we introduce a novel, search-based approach to 
software refactoring detection between an initial software version 
and a refactored software version. Our approach is based on 
representing a proposed solution as a sequence of refactorings, 
and evaluating this solution in terms of its metrics profile as 
compared with the metrics profile of the refactored software 
version. Framing the problem in this manner enables us to use a 
Genetic Algorithm to evolve better solutions whose metric 
profiles more closely match that of the refactored software 
version. Our key hypothesis is that as the metric profiles 
converge, so too will the evolved refactoring sequence converge 
to the actual refactoring sequence that was originally applied to 
generate the refactored version from the initial version. 
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