
 
 

 

  

Abstract—Software maintenance is assuming ever more a 
crucial role in the lifecycle of software due to the increase of 
software requirements and the high variability of software 
environment. Common approaches of studying software 
maintenance are to consider them as a static by-product of 
software operation and only the maintenance cost is covered. In 
this paper, software maintenance policies are studied with the 
consideration of software reliability and risk. An optimization 
model is defined to drive the choice of a maintenance schedule. 
The solution of the model provides the best maintenance policy 
and the choice of actual actions that will minimize the average 
maintenance cost while the software reliability and risk are 
acceptable. Finally, a numerical example is given to show the 
analysis process of our proposed policy. 

I. INTRODUCTION 
With the rapid development of information technology and 

the popularity of computer, software has been used in every 
aspect of people's work and life which indicates a sharp rise 
trend in its importance and scale. As we can see from the 
lifecycle of software, before delivered to users, most of the 
software will experience a relatively short time of designing 
and developing. Then the software will enter the operation 
and maintenance phase until the end of the whole lifecycle. 
According to statistics, software maintenance accounts for 
more than 70% of work in its entire lifetime typically. It is 
necessary to modify and upgrade the software constantly 
during the long time of the operation phase for correcting the 
new coming errors, adapting to the new environment and 
meeting the users’ needs. The work will take much resources 
such as human, material and financial resources and bring 
new errors sometimes [1]. 

The discipline of software maintenance began in the late 
1970s. Because the early development of software itself was 
not mature, most of the academic research focused on the 
software development and the research about maintenance 
was very rare. The proportion of maintenance cost throughout 
the software lifecycle increases gradually. The method to 
reduce the risk and cost effectively, make maintenance 
strategy to ensure a higher reliability that has become an issue 
of concern in the Software Industry increasingly. Besides 
various conferences, the number of academic works and 
organizations on software maintenance is also increasing. 
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Some researchers focus on the basic structure of the software 
and compare the impacts of different design patterns on 
software maintenance [2], whereas others invest different 
maintenance policies [3, 4] including the comparison and 
optimization of these different maintenance policies [5, 6]. A 
model is built to determine the optimal point for maintaining 
a software application in [5]. Tan and Mookerjee propose a 
model and operating policy that reduce the sum of 
maintenance and replacement costs in the useful life of a 
software system in [6]. 

Currently, most of the literatures on maintenance policy 
focus on the maintenance cost. There are also some 
researchers who take software reliability into account to make 
the optimal policy. Xiong, Xie and Hui propose an optimal 
maintenance policy which aims at minimizing the average 
maintenance time cost in [7]. An optimization model is 
defined to drive the choice of a maintenance plan (i.e. a set of 
maintenance actions to be taken) in correspondence of a 
certain change scenario in [8]. The solution of such model 
provides the set of actions that minimize the maintenance cost 
while guaranteeing software reliability. In [9], Tian, Lin and 
Wu develop an approach related with the physical 
programming of software to deal with the multi-objective 
conditions based maintenance optimization problem which 
includes maximizing reliability and minimizing maintenance 
costs. The critical point is that the two main optimization 
objectives are often conflicting. With the proposed approach, 
the decision maker can systematically and efficiently make 
good tradeoff between the cost and reliability. As we can see 
from these related studies, maintenance cost is usually the 
objective in the model of software maintenance policy. But in 
the real maintenance work, it is far from enough for the 
decision maker to take the cost into consideration only. We 
also need to consider the state of the software, the 
environment of the maintenance and so on. Based on the 
analysis above, we set up an optimal model which considers 
the reliability of software and the risk of software 
maintenance in this paper. The aim of the policy is to 
minimize the maintenance cost while ensuring the reliability 
and risk are under the certain ranges. 

The remainder of the paper is organized as follows. Section 
II first introduces the scenario of software maintenance and 
the model of the process of software maintenance. The 
optimal software maintenance policy based on reliability and 
risk is introduced in Section III in details. In Section IV we
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apply our approach to an example. Section V concludes the 
paper with the summary of the research and directions for 
future research. 

II. SOFTWARE MAINTENANCE POLICY ANALYSIS 

A. The Model of Software Maintenance Process 
A variety of failures may occur after the officially 

operation of software. Some failures are due to the changes of 
data or processing environment in the operation process. It’s 
essential to modify the software to adapt to the changes. Some 
users and data processing staffs often suggest improving the 
existing features, adding new features and improving the 
overall performance. It is necessary to modify the resource 
code so as to incorporating these requirements into the 
software. Others’ target is correcting the potential bugs or 
design flaws which will expose under certain conditions. The 
software maintenance can be divided into adaptive 
maintenance, perfective maintenance, and corrective 
maintenance according to the three types of the failures’ 
causes. The work needed in the three types of maintenance is 
different. In this paper, we only focus on corrective 
maintenance.  

Currently, most of the models about software failure time 
are based on Markov chains or non-homogeneous Poisson 
process. Gokhale who unified most of the models described 
the software failure process as Non-homogeneous 
Continuous Time Markov Chain (NHCTMC) [10, 11]. Because 
software failure time and maintenance time have similar 
probability nature, so Gokhale and Lyu suppose that software 
maintenance time can also be modeled with NHCTMC. In 
this paper, the NHCTMC is adopted to model the behaviors of 
maintenance events. 

As we can see, a NHCTMC can be represented by the 
transition probability uniquely. We define the maintenance 
process as ( )X t , the repair rate as ( ),n tλ , and the mean 
function of maintenance process as ( )m t . n is the number of 
failures up to the present time t . We obtain ( )m t by (1). 

( ) ( ) ( )
0

,
t

m t E X t n s dsλ= ⎡ ⎤ =⎣ ⎦ ∫                   （1） 

We can get ( ),n tλ  from historical data and use (1) to 
analyze the software maintenance events. Assuming the 
repair rate can be described as the non-homogeneous Poisson 
process (NHPP), the G-O classic model is adopted to 
calculate the repair rate in (2). 

( ) ( ), expn t tλ αβ β= −                        （2） 
The parameter α  is defined as the total number of 

corrected failures while β  means the efficiency of the 
correction. So ( )m t  can be expressed by (3). 

( ) ( ){ }1 expm t tα β= − −                     （3） 

The method of SLE or MLE can be adopted to estimate the 
values of α and β if we have effective historical data [12, 13]. 

B. Software Maintenance Policy Problems 
It’s necessary to spend time on finishing the corrective 

maintenance. In corrective maintenance, the corresponding 
errors can be tracked by the source code which is mapped and 

fixed. All the resources of software systems are required for 
the maintenance so the systems can not keep running until the 
maintenance is finished. The service quality of system is 
degraded because of the unavailable time. Once a failure 
occurs, we will not construct the maintenance at once but 
restore the system that is called software rejuvenation. The 
system will resume the normal operation after the 
rejuvenation. Maintenance will not start until the number of 
failures meets a certain value or certain threshold criteria are 
met [7]. The Fig.1 shows a simple example of operation and 
maintenance process of software systems. 

From Fig.1, maintenance will start after three failures 
occurred. F1, F2, and F3 are defined as software failures 
sequentially while R1, R2, and R3 represent the 
corresponding maintenance actions. 

An important issue of software maintenance policy in this 
paper is how to determine the time point of constructing the 
maintenance which also means the cumulative number of 
failures in each maintenance schedule. The maintenance time 
point is closely related with environment and the state of 
software. With failures being resolved, the reliability of the 
software is increasing continuously. But the failures 
encountered in later phase will be more complex and it will 
need more time and high cost to complete the maintenance. 
Our goal in the paper is obtaining the time point of 
maintenance. 

III. SOFTWARE MAINTENANCE POLICY BASED 
ON RELIABILITY AND RISK 

A. Software Maintenance Cost 
Software maintenance cost consists of three parts usually: 

setup cost, work cost, and loss cost [14]. 
1) Setup cost: It incurs when arranging and preparing 

maintenance resources before performing maintenance 
activities. Setup cost is unavoidable in the maintenance and 
very high for some large software systems. It is relatively 
stable when comparing with the other two parts. Usually we 
set it as a known constant. In this paper, it is a known constant 
and expressed as 1C . 

2) Work cost: It incurs in maintenance activities. Work cost 
is mainly the cost of human resource based on the 
characteristics of software maintenance. With the increase of 
maintenance time, work cost will increase linearly. We set it 
as 2C and calculate it by (4). 

 
Fig. 1.  Example of operation and maintenance of software systems 
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2 2C c t=                                       （4） 
In (4), 2c represents the maintenance cost unit time and t  

is the time that maintenance needs (It’s also expressed as 
maintenance time in the paper). 

3) Loss cost: It is caused by unavailable time in the 
maintenance phase. An apparent feature of loss cost is that its 
initial value is 0 and it will increase rapidly with the increase 
of maintenance time. But it can not increase to infinity 
because decision makers will take certain measures such as 
switching to a new system before the threshold is met. Loss 
cost is set as 3C  and expressed with a compound 
linear-exponential function as follows: 

( ){ }3 3 1 expC c t tγ= − −                       （5） 

In (5), 3c is the loss coefficient, γ is the form factor, and 
t  is the maintenance time. As it shows in (5), the loss cost 
will increase steadily when maintenance time is short and it 
will increase rapidly when maintenance time is long.  

From the analysis above, the total cost can be expressed as 
follows: 

( ) ( ){ }1 2 3 1 2 3 1 exp - tC t C C C C c t c t γ= + + = + + −   （6） 

We obtain the value of 1C , 2c , and 3c from the testing 
records or prior releases [14, 15]. 

B. Software Reliability 
IEEE Computer Society of United States made a clear 

definition about "software reliability" in 1983. Then the 
definition was accepted as the national standard by American 
National Standards Institute. It was also accepted as the 
national standard by China in 1989. The definition includes 
two aspects of meaning [16]: 

(1)The probability of that the failure won’t occur under 
prescribed condition and time; 

(2)The ability that procedure performs the required 
function under prescribed condition and within a 
predetermined time period； 

The probability is a function not only of the system input 
and use but also of the errors in software. The system input 
will determine whether it will meet the failure (if the error 
exists). 

Software reliability is the nature that whether software can 
meet the demand function. Software can not meet the 
requirement because of the software failure caused by 
software errors. Software reliability measurement refers to 
the quantitative evaluation of the degree of reliability. 
Software reliability index (refer to software reliability 
parameter) is the basis for describing software reliability, 
which is set as ( )R t . ( )R t  represents the probability of that 
the software performs the required function under prescribed 
condition and time or the failure will not happen within a 
specified time period. The parameter is the probability 
description of the behavior of software failures and the basic 
definition of software reliability. It can be identified as: 

( ) ( )R t P T t= ≤ . There are other indexs such as probability 
of failure, failure strength, failure rate, mean failure time and 
mean time between failures and so on. 

In this paper, we choose the mean time between failures 
(MTBF) to represent the reliability. The MTBF is the average 
value of the failure time between two adjacent failures. 
Assuming ξ  is the interval time, ( ) ( )F t P tξ= ≤  is the 
function which means the cumulative probability density of 
software failure. So the function of reliability is 

( ) 1 ( ) ( )R t F t P tξ= − = > , and the function of MTBF is as 
follows: 

0
( )BFT R t dt

∞
= ∫                  （7） 

0(t)R R≥                                        （8） 
In (8), 0R is the threshold value of the reliability. 
 

C. Software Risk without Maintenance 
 
 
 

TABLE I 
THE CRITERIA TO QUANTIFY THE POSSIBILITY OF RISK 

Possibility 
score 

Quantitative 
description      

Qualitative   
description 

1 Less than 10% Extremely low;       
Do not occur under normal 
circumstances. 

2 10%-30% Low;                
Occur only in rare cases. 

3 30%-70% Medium;          
Occur under certain 
circumstances. 

4 70%-90% High; 
 Occur in many cases. 

5 More than 90% Extremely high; 
Often happen or almost 
happen certainly. 

TABLE II 
THE CRITERIA TO QUANTIFY THE IMPACT OF RISK 

Impact  
score 

Qualitative 
description      

                   Impact on 
                   business 

1 Very slight Unaffected;      
 A user can’t use the system to construct  
the business properly. 

2 Slight Affected mildly; 
A business stops working. 

3 Medium  Moderate impact; 
A application system is unavailable. 

4 Considerable Serious impact; 
One application system have failures and  
all or most of the businesses associated  
with the failure system are unavailable./ 
All or most of the businesses are 
unavailable in one area. 

5 Catastrophic Significant impact; 
Multiple (more than one) application  
systems have failures and all or most of  
the businesses associated with the failure 
systems  are unavailable./ All or most of  
the businesses are unavailable in multiple 
(more than one) areas. 
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In this paper we analyze the risk quantitatively from two 
dimensions of the possibility (M) and impact (P). The first 
thing is to quantify the possibility and impact of risk 
according to different levels. The criteria of score are shown 
in Table I and Table II. 

Software risk (F) = possibility (M) × impact (P). We build 
a two-dimensional risk matrix with possibility (M) as the 
abscissa and impact (P) as the vertical axis. The risk matrix is 
shown in Table III. 

According to the method mentioned above, we make 
qualitative and quantitative analysis of risk. The risk must be 
controlled within a certain range during the maintenance 
phase that can be shown as follows： 

0F F≤                 （9）  
In (9), 0F is the threshold value of the risk. 

D. Model of Optimal Maintenance Policy 
The aim of this research about optimal maintenance policy 

is to decrease the total cost of the whole operation phase as 
much as possible. The analysis about cost described above is 
the cost of one maintenance schedule and it’s not a good 
choice for the objective function. In order to achieve the goal, 
we change the objective to maintenance cost unit time ( UC ). 
If the maintenance cost unit time is minimal in every 
maintenance schedule, the total cost throughout the entire 
lifecycle is the smallest certainly. Therefore, the minimum 
maintenance cost unit time is set to be the objective of the 
model that can be expressed as follows:    

( ) ( ) /UC t C t t=                                （10） 
Currently the cumulative failures are expressed as 1F , 
2F ,… iF . The maintenance starts when i N= ,where 

N  is the decision variable and a positive integer. Obviously 
N  is interrelated with maintenance time t . 

The constraints of the model are software reliability and 
risk. Software reliability will decrease gradually with failures 
occurring continuously. We should ensure the reliability 
within a certain range. Reliability is expressed with mean 
time between failures. Assuming the interval time between 
the ith failure and the ( )1i th+  failure is BFit  and 0BFT is 
the minimum acceptable threshold, the constraint of 
reliability can be expressed by (11). 
 

 
 
 
 
 
 
 
 
 
 
 
 
 

 
1

0
1

1
1

N

BFi BF
i

t T
N

−

=

≥
− ∑                               （11） 

Similarly, the risk should be also kept within an acceptable 
range. Assuming that the failures are independent with each 
other, the possibility of the risk caused by the ith failure is 

im and the impact is ip , the constraint of risk can be 
expressed by (12). 

( ) 0max ; 1,2,...i im p F i N≤ =                    (12) 
The model of software maintenance policy can be 

expressed as follows: 
minimize： ( ) ( ) /UC t C t t=  

subject to:   ( )m t N=                                      （13） 

                    
1

0
1

1
1

N

BFi BF
i

t T
N

−

=

≥
− ∑  

                   ( ) 0max ; 1,2,...i im p F i N≤ =  
                   1N ≥ , N  is a positive integer. 

Firstly, we let the first-order derivative of ( )UC t  0. Then 
the minimum value can be obtained. Because N  is a positive 
integer， the optimal solution can be expressed as ( )m t⎢ ⎥⎣ ⎦  or 

( ) 1m t +⎢ ⎥⎣ ⎦ , where ( )m t⎢ ⎥⎣ ⎦  is the maximum positive integer 
which is smaller than ( )m t . Since a few constraints still exist 
in the model, the smallest solution of the objective function 
can not be chose as the best solution. The Fig.2 shows the 
analysis process after the failure has happened. 

Assuming the number of the accumulated failures is 
i currently, the first thing is to analysis that whether the 
values of reliability and risk are beyond the thresholds. Once 
one of the thresholds is exceeded, we need to construct the 
maintenance immediately and set N i= . If the values are all 
under the threshold ranges, we should calculate the best 
maintenance time and obtain the optimal value of 
N according to NHCTMC of the maintaining process which 
can be set as oN . If 0i N= , we set N i=  and start the 
maintenance at once. If 0i N< , we will not start the 
maintenance and just wait for next failure. 

TABLE III 
 THE RISK LEVEL 

         
Possibility 

Impact 

Low Medium High 

Very low 
1-1.5 

Lower Medium Higher Very high 
4.5-5 

1.5-2 2-2.5 2.5-3 3-3.5 3.5-4 4-4.5 
 
High 
 

Very high 4.5-5 
4-4.5 
3.5-4 
3-3.5 
2.5-3 
2-2.5 
1.5-2 
1-1.5 

Medium 
Medium 
Medium 
Medium 
Low 
Low 
Low 
Low 

High 
Medium 
Medium 
Medium 
Medium 
Low 
Low 
Low 

High 
Medium 
Medium 
Medium 
Medium 
Low 
Low 
Low 

High 
High 
Medium 
Medium 
Medium 
Medium 
Low 
Low 

High 
High 
High 
Medium 
Medium 
Medium 
Medium 
Low 

High 
High 
High 
Medium 
Medium 
Medium 
Medium 
Medium 

High 
High 
High 
High 
Medium 
Medium 
Medium 
Medium 

High 
High 
High 
High 
High 
High 
Medium 
Medium 

Higher 
 

Medium 
 

Medium 
 

 
Low 

Lower 
 
Very low 
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IV. EXAMPLE OF MAINTENANCE POLICY 
We obtain the best maintenance policy easily if there are 

enough information and an effective model. A major problem 
in quantitative analysis of maintenance policy is the lack of 
information and data. It’s difficult to get maintenance cost 
data of the actual company by public means. In this section, 
we use the preset values of cost parameters from [7] as 

1 2 3100, 10, 1000,r 0.5C c c= = = = . According to the data in 
operation and maintenance phase of the Apache server, we 
get the derived parameters: 66.81, 0.2139α β= = . 
Maintenance cost unit time ( )UC t  can be calculated by (14). 

( ) ( ) ( ){ }1 2 3 1 exp
  =U

C c t c t tC t
C t

t t
γ+ + − −

=          

             ( ){ }1 2 3/ 1 expC t c c tγ= + + − −  

             ( )0.5100 10 1000 1 te
t

−= + + −                           (14) 

We get the smallest value of ( )UC t  by (15). 
( )

0UC t
t

∂
=

∂
                                 （15） 

In this case, the value of t  is 0.5078 and the theoretical 
value of corresponding N  can be calculated by (16). 

                       ( ){ }1 expEN tα β= − −  

                             ( )0.213966.81 1 6.8747te−= × − =        （16） 

Since N  is a positive integer, we get the optimal solution 
of 6 or 7 without considering reliability and risk. When 6N = , 
we get the results of 0.4399t = and 

( ) 434.72UC t = .When 7N = , we get the results of 
0.5175t =  and ( ) 431.22UC t = .Finally, we obtain the 

optimal solution is 7 by comparing the results calculated 
above. 

Assuming that the number of accumulated failures is six 
currently, we should make quantitative analysis of software 
reliability and risk in the current state according to the method 
described previously. If the values of reliability and risk are 
beyond the accepted ranges, we should construct the 
maintenance immediately and set 6N =  at this same time. If 
the values do not exceed the threshold, we will not start the 
maintenance until the 7th failure occurs. 

V. CONCLUSION 
In this paper, we built a model of software maintenance 

policy based on reliability and risk. The target of maintenance 
policy is minimizing the total cost of the entire operation and 
maintenance phase while guaranteeing the software reliability 
and risk within the threshold. From the model we can see that 
N is the key parameter of the maintenance strategy and obtain 
the optimal number of cumulative failures N  in section III. 
After software failure occurs, we should analyze the software 
at first. If the values of the software reliability and the risk 
without maintenance is within the accepted ranges, we will 
not begin the maintenance until the number of accumulated 
failures reaches the value of N . At this time the whole 
maintenance cost is the lowest. If the value of software 
reliability or risk exceeds the threshold, we should start the 
maintenance immediately regardless of whether the number 
of cumulative failures achieves the optimal value of N . 

Results of this paper are based on certain assumptions such 
as NHCTMC of the maintenance process and so on. It’s 
necessary to adjust the policy according to the specific 
circumstances during the actual maintenance process which is 
also a point for further research. In this paper, the type of 
maintenance is only corrective maintenance. We can take the 
other two types of maintenance into consideration in the 
future studies so as to make the research more general. 
Factors we should also consider in latter work include the 
maintenance order, the risk caused by the maintenance 
activities and so on.  
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