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ABSTRACT

This paper proposes the use of genetic algorithms as shrinkers
for shrinking the counterexamples generated by QuickChick, a
property-based testing framework for Coq. The present study in-
corporates the flexibility and versatility of evolutionary algorithms
into the realm of rigorous software development, in particular, mak-
ing the results of property-based testing observable and comprehen-
sible for human. The program code for merge sort is investigated
as a showcase in the study. Due to the lack of similar proposals
in the literature, random sample is used to compete with the pro-
posal for comparison. The experimental results indicate that the
proposed genetic algorithm outperforms random sample. Moreover,
the minimal counterexamples, through which programmers are able
to pinpoint the program mistakes with ease, can be successfully
obtained by using genetic algorithms as shrinkers.
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1 INTRODUCTION

Within the domain of software testing, techniques have been de-
vised to respond to the fast-growing complexity of computer soft-
ware. Among these techniques is property-based testing, nowadays
widely used for quickly finding program mistakes, i.e., so-called
bugs, in software development [1, 2, 7]. The idea of property-based
testing is to specify certain property of a computer program and use
random testing to discover counterexamples, if exist. Because the
counterexamples found by random testing is usually complicated,
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barely comprehensible, shrinking is crucial and indispensable for
property-based testing.

In the present work, QuickChick [4], originated from QuickCheck
[3] for Haskell is adopted. QuickChick is a property-based testing
framework for Coq [5], a proof assistant widely utilized to prove
mathematical theorems [6] and to develop verified software [8]. In
this study, QuickChick is utilized as the testing framework, and
genetic algorithms are employed as general shrinkers, capable of
handling a broad range of data types and structures, for shrink-
ing counterexamples found by QuickChick. The program code for
merge sort will be investigate as a showcase in this article to demon-
strate that genetic algorithms are able to deliver satisfactory per-
formance. Hence, this study may be considered presenting a step
forward helping to build practical verified software.

2 SHOWCASE - MERGE SORT

Merge sort is a divide-and-conquer algorithm. The common practice
of implementation separates into two parts: (a) an unsorted list is
bisected into sublists recursively; (b) sublists are then merged by
comparing their elements in order.

Fixpoint merge 1112 :=
let fix merge_aux 12 :=
match 11, 12 with

| 1 -= 12
| o [0 =1
| a1: 11", a2:12' = ifal<?a2thenal: mergell 12
elseif a2 <? al then a2 :: merge_aux 12'
elseal :: mergell 12
end

in merge_aux 12.
The property to test in this showcase is specified as
Conjecture LengthPreserved : forall 1, length 1 = length (sort 1).

The length of a list should remain unchanged after sorting. Here, as
aforementioned, an implementation error is introduced on purpose.
By running the generator and checker in QuickChick, a counterex-
ample as a list which contains 748 integers can be found as
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It is obvious that although this counterexample proves the program
wrong, the software developer is unlikely able to extract useful
information by observation to correct the program code.
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Algorithm 1 RANDOMDELETE for integer lists

procedure RANDOMDELETE(!, n)
d < rRANDOM(0, n)
fori=0tod-1do

r < RANDOM(0, length(l) — 1)
| « peLeTe(l,r)

1:
2
3
4:
5
6

return [

Algorithm 2 Genetic Algorithm Shrinker

: ce « {OriginalCounterexample}

. initdmax « Size(ce)/n

. penalty « Size(ce)

. psize « {MaximumPopulation}

: mdmax « {MaximumElementsToDeleteInMutation}
: cemrate «— {CounterexampleMutationRate}

: ncemrate «— {NonCounterexampleMutationRate}

. survive « {IndividualsGuaranteeToSurvive}

: generation < 0

o - S T N O

10: eval « 0

11: P[psize * 2] « INITIALIZATION(ce, initdmax)
12: while (eval < EvalMax) do {

13:  for i = psize to psize * 2 - 1 do

14: PA < RANDOMSELECT(P[0], P[psize — 1])
15: PB « RANDOMSELECT(P[0], P[psize — 1])
16: P[i] « Crossover(PA, PB)

17. for i=0to psize* 2-1do

18: P[i] « MuTaTION(P[i], mdmax, cemrate, ncemrate)
19: P « SELECTSURVIVOR(P, survive)

20:  generation « generation+ 1 }

3 SHRINKERS

Random sample and genetic algorithms are used as shrinkers. For
the showcase of merge sort, Algorithm 1 shows the interface for
both shrinkers to manipulate the data structure, integer lists.

3.1 Shrinker based on Random Sample
The shrinker based on random sample samples a random instance

which is smaller than the original, given counterexample, by using
the functionality of RANDOMDELETE. 500 random samples are tested.

3.2 Shrinker based on Genetic Algorithms

Algorithm 2 presents the pseudo code for the shrinker based on
genetic algorithms, in which CROSSOVER generates a child by copying
PA and deleting elements not in PB, and MUTATION deletes elements
by using RANDOMDELETE. EvalMax is also 500 as for random sample.

4 RESULTS

For the counterexample introduced in section 2, the minimum coun-
terexample, can be found by the proposed GA shrinker as

[64184077 ; 64184077].

By examining the counterexample, it is reasonable to speculate that
the mistake of the program for merge sort is due to the inability to
handle duplicate elements. Thus, the fix can be easily done as
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Table 1: The mean and standard deviation of the minimal
sizes over 30 runs are listed for random sample (RS) and ge-
netic algorithm (GA) for merge sort.

Len.[ RS GA [[Len.] RS GA
259 433+17 2+0.2]| 748| 1343+39.2 2+0
443 | 57.1+194 2+0 856 109+39.7 2+0
520 | 72.2+257 2+0 874 | 143.1+£45.6 2.2+0.9
629 | 1124+34 2+0 932 | 1195+386 2+0
705 | 1123 +39.1 2+0 985 | 1273 +£413 2+0

Fixpoint merge 1112 :=
let fix merge_aux 12 :=
match 11, 12 with
| I, = 12
| [0 =1
| al: 11, a2:12' = ifal<?a2thenal: mergell 12
else if a2 <? al then a2 :: merge_aux 12'
elseal :: a2 = mergell' 12'
end

in merge_aux 12.

Further assessing the capability of shrinkers, Tables 1 show the
average size and standard deviation of the minimal counterexamples
found by the two shrinkers over the 30 runs for merge sort on 10
different counterexamples. The results clearly indicates that the
proposed GA-based shrinker outperforms random sample.
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